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Abstract

Software testing is the primary approach to support software quality assurance. Many novel software testing methods have been proposed to achieve various tasks in recent years. It is a challenge to teach these new testing methods and classical testing methods within limited time. This paper reports our work in progress on the new teaching approach to software testing methods based on diversity principles.

1. Introduction

Software testing is an essential and key activity in the lifecycle of software development. Software testing remains the primary way to support software quality assurance, despite some alternative approaches, such as code inspection, formal verification, etc., can also be used. Software testing has been widely adopted in industry. Nowadays software quality becomes the dominant success criterion in the software industry. In the past decades, a lot of advanced techniques, automation tools, and effective processes of software testing have been proposed and developed by researchers and practitioners. Apart from these achievements, the testers’ skill, enthusiasm and commitment still play key roles in a successful test process [1]. Therefore, software testing becomes an essential and important subject in the teaching program of software engineering [2].

As claimed by A. Bertolino in [1], “Education must be continuing, to keep the pace with the advances in testing technology”. Many advanced software testing methods, such as adaptive random testing [3], cluster test selection [4], similarity-based test selection [5], etc. have been proposed in recent years. Although these new testing methods are proposed to achieve various targets, they share a common characteristic: diversity of test cases. Actually, diversity is not a new idea in software testing. It is implicit in many traditional testing methods, such as domain testing [6], coverage testing [7], combination testing [8], etc. It is necessary, interesting and challenging to teach various software testing methods based on diversity principles. This paper reports our work in progress on the new teaching approach to diversity principles in software testing.

2. Challenge and solution

The “Software Testing and Quality” is a core curriculum for undergraduate students in Software Institute of Nanjing University. The “Software Testing and Quality” focuses on teaching various software testing methods and their applications in practice. The duration of the curriculum is only 12 weeks and 3 hours per week. For the curriculum as for other related software testing curricula [9], it must be carefully designed so that students could gain an in-depth understanding of various software testing methods and skillfully use these methods in practice. Many software testing methods, both practical and theoretical ones, will be taught in
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12 weeks. The first challenge for students is to learn the basic concepts and techniques of many testing methods within limited time.

Students who advance the state of the art can advance the state of practice in the future. Although most of our students will become software practitioners, the novel testing methods from academic will be taught. The successful stories in academic may happen in industry some years later. Students are required to implement these testing methods in practice skillfully, so that they are capable to transfer these methods into industry in the future. The second challenge for students is to implement these testing methods in practice by overcoming the gaps between academic and industry [10].

In order to empower the students’ potential, we introduce the diversity principles of software testing methods in the teaching program. A unified framework of software testing methods based on diversity principles will be introduced in the “Software Testing and Quality”. Such a unified framework is beneficial to understand the fundamental principles in testing methods. The students can master more quickly testing methods based on diversity principles. Furthermore, students can distinguish these testing methods easily in the unified framework, such that they can gain in-depth understanding of the limitations and the possibilities offered by these available testing methods. This is an essential knowledge to transfer novel testing methods into various application scenarios in industry.

3. Software testing method

The “Software Testing and Quality” includes many software testing methods. We give a brief introduction to six testing methods, three of which are classical ones (DT, CvT, and CmT) and the other three are new ones (ART, CTS, STS).

1. **Domain Testing (DT)**. DT is to partition the input domain into subdomains and then select some representative data from each subdomain for testing [6]. These subdomains are called equivalence classes. DT has several names, such as equivalence class testing, partition testing, etc.

2. **Coverage Testing (CvT)**. CvT produces test cases with measuring the execution of entities, such as statement, branch, etc. CvT could be extended to control-flow coverage, data-flow coverage, graph coverage, etc [7].

3. **Combination Testing (CmT)**. CmT is to identify test cases by combining values of the different test input parameters based on some combinatorial strategies [8].

4. **Adaptive Random Testing (ART)**. ART is to maximize the distance of next test case from a candidate set, such that test cases can realize “even spreading” [3].

5. **Cluster Test Selection (CTS)**. CTS is to partition test cases into different clusters based on their execution profiles. Then a subset of test cases will be sampled from clusters [4].

6. **Similarity-based Test Selection (STS)**. STS maximizes the distances among the selected test cases using a (dis)similarity measure between pairs of abstract test cases [5].

4. Diversity Principle

Software testing, in the simplest term, is to execute software under test and observe the results to validate whether it behaves as intended and identify potential faults. In order to improve the effectiveness of testing, we should exercise different behaviors of software as far as possible. That is so-called diversity.
A natural object of diversity is the input domain of software. An important assumption on this type of methods is that diversified input data often leads to diversified behaviors [3]. There exist many different perspectives to achieve diversity on the input domain. Hence it results in different software testing methods. Domain testing is a stratified sampling strategy, such that test cases can evenly spread in the equivalent classes of input domain [6]. Combination testing produces test cases, such that they can evenly cover the combinations of input parameters [8]. Adaptive random testing (ART) is a more general idea. It produces test cases to evenly spread in the input space. Such diversity is based on some common distances, such as Euclidean distance [3].

The object of diversity can also be derived from the source code. Statement coverage testing is to generate or select test cases, such that they can cover different statements as many as possible. The idea of other coverage testing methods is similar [7], but it may derive different objects of diversity, such as branch, def-use pair, etc. A more powerful object of diversity is the profiles of test cases, such as function call profile, method call stack, etc. The diversity of profiles can also be measured by some common distances. Cluster test selection (CTS) selects test cases by cluster analysis and sampling strategies [4]. Different from CTS, Similarity-based test selection (STS) uses abstract profiles from a model instead of real profiles from a program. STS selects test cases in the style of ART, such that the similarity of test cases is minimized [5].

Table 1. Summary of diversity principles

<table>
<thead>
<tr>
<th>Method</th>
<th>Object</th>
<th>Metric</th>
</tr>
</thead>
<tbody>
<tr>
<td>Domain Testing</td>
<td>Input Domain</td>
<td>Binary</td>
</tr>
<tr>
<td>Coverage Testing</td>
<td>Control-Flow, Data-Flow, etc.</td>
<td>Binary</td>
</tr>
<tr>
<td>Combination Testing</td>
<td>Input Domain</td>
<td>Binary</td>
</tr>
<tr>
<td>Adaptive Random Testing</td>
<td>Input Domain</td>
<td>Distance</td>
</tr>
<tr>
<td>Cluster Test Selection</td>
<td>Profile</td>
<td>Distance</td>
</tr>
<tr>
<td>Similarity-based Test Selection</td>
<td>Abstract Profile</td>
<td>Distance</td>
</tr>
</tbody>
</table>

We summarize the diversity principles of the six software testing methods in Table 1. Three new ones (ART, CTS, STS) adopt distance as a metric of diversity, such that they could be more extendibility. However, these three new software testing methods often require more complex techniques, such as genetic algorithms, machine learning, etc.

5. **Teaching approach**

The students before taking the “Software Testing and Quality” already have some basic knowledge on software testing, such as black-box testing, unit testing, etc. Hence the “Software Testing and Quality” can be considered as an advanced course on software testing. Two main objectives of this course are:

1. In-depth understanding of various software testing methods;
2. Skillful implementation of these software testing methods in practice.

In order to achieve these two main objectives, we utilize the teaching approach: lecture-tutorial-project-panel. This teaching process will be repeated for each testing method.

1. Prepare a formal lecture to present the basic concepts, techniques of software testing methods. Teaching should be supported by some related books or papers.
2. Develop a tutorial using some small examples (such as the triangle program) to reinforce the concept of the method and illustrate the effectiveness. The bugs could be created manually by students or teaching assistants.

3. Develop a project to reinforce the contents of the lecture and tutorial through practice. The programs should be middle size (such as some programs in SIR website [11]), such that there are some chances to illustrate the limitations of testing methods. A lot of bugs could be generated by some mutation tools to evaluate testing methods [12].

4. Organize a panel discussion with students. The students should discuss (a) the challenges and experiences to implement the testing method, (b) the limitations on the effectiveness and efficiency of the testing method, (c) the potential solution to address the encountered problems.

Since the software testing methods will be taught one by one, the former testing method should facilitate introduction to the latter testing method. Domain testing is one of the most widely used software testing methods. The concept of domain testing is easy to explain, although students may appear knowledgeable long before they achieve competence [13, 14]. Therefore, it is a good choice to teach domain testing as the first software testing method in this course.

In the first panel discussion, we will focus on the limitations of domain testing. One of the challenges for students is how to obtain the suitable equivalent classes. This challenge encourages students to use another simple testing method: random testing. And then it is natural to extend adaptive random testing for diversity. On the other hand, it also makes students consider how to use source code if the specification is absent. Then coverage testing is introduced. Even if some students can successfully get suitable equivalent classes in their projects, they may face the combinatorial explosion problem for many input variables. Then combination testing is introduced.

In the panel discussion on coverage testing, we will present some concepts and techniques of regression testing. There are many regression testing methods based on different coverage criteria. The fault detection capability will be used to evaluate these testing methods. To improve the effectiveness, some machine learning techniques, such as cluster analysis, can be used in test selection. These techniques can utilize more rich execution information, such as function call profile, method call stack, etc. Then cluster test selection is introduced.

From code-based testing to model-based testing, similarity-based test selection will be introduced. Similarity-based test selection will be compared with adaptive random testing and cluster test selection, respectively. The key perspective of comparison is the object of diversity. They are input domain, profile and abstract profile for ART, CTS and STS, respectively. It can lead to sufficient discussion on this topic.

In the late of this course, there are two directions to promote students. The first one is “implementation”. Even if students gain in-depth understanding of these testing methods, it is still a challenge to implement them for programs with complex data structure or new development technologies. These challenges can inspire students to integrate more development techniques and knowledge. This can empower students’ potential to transfer them into industry in the future. The second one is “improvement”. ART, CTS, STS are new testing methods proposed in recent years. They are far from perfect. There are many topics on improvement of effectiveness and efficiency. This may lead students to do some research on new software testing methods.
6. Evaluation approach

As described in the previous sections, teaching testing methods based on diversity principles seems promising. These new testing methods could provide more chances to students. However, it is a challenge to evaluate the teaching approach comprehensively, so that other educators would like to adopt it [15].

Our teaching could be divided into two phases: (1) Classical testing methods (DT, CvT, CmT). (2) New testing methods (ART, CTS, STS). All students will be randomly divided into two groups. One group will submit their projects in the late of each phase. The other group will submit their projects at the end. For the second group, they have chances to improve previous projects when they learn new testing methods. However, they also have a risk of confusion if many testing methods are taught in an inappropriate way. The projects for DT, CvT and CmT of two groups will be compared to evaluate whether the teaching approach based on diversity principles is effective.

7. Conclusion and future work

This paper reports our work in progress on the new teaching approaches to software testing methods based on diversity principles. We hope that the new teaching approaches can help student gain in-depth understanding and skillful implementation on various software testing methods. This achievement may depend on many factors. In the next step, we will focus on the design of tutorials and projects in detail. Our evaluation approach is preliminary. More methods, such as questionnaire, assignment, etc., will be introduced to evaluate our testing approach comprehensively in the future.
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